Abstract

We study envy freeness up to any good (EFX) in settings where valuations can be represented via a graph of arbitrary size where vertices correspond to agents and edges to items. An item (edge) has zero marginal value to all agents (vertices) not incident to the edge. Each vertex may have an arbitrary monotone valuation on the set of incident edges. We first consider allocations that correspond to orientations of the edges, where we show that EFX does not always exist, and furthermore that it is NP-complete to decide whether an EFX orientation exists. Our main result is that (EFX) allocations exist for this setting. This is one of the few cases where EFX allocations are known to exist for more than 3 agents.

1 Introduction

We consider a setting where \(m\) indivisible goods need to be allocated, in a fair manner, among \(n\) agents. It is well-known that standard fairness notions that apply to the case of divisible goods, like envy-freeness, where every agent prefers their own bundle over any bundle given to some other agent, do not always exist.

Several variants of envy freeness have been considered in the literature. One such notion is that of envy freeness up to one good (EF1) [Budish(2011)] which is an allocation of \(m\) indivisible goods to \(n\) agents, \(X_1, \ldots, X_n\) so that for every pair of agents \(i, j\), there exists an item \(x \in X_j\) such that agent \(i\) does not prefer \(X_j \setminus \{x\}\) over \(X_i\). Such allocations are known to always exist [Lipton et al.(2004)].

A stronger requirement is that of envy freeness up to any good (EFX) [Caragiannis et al.(2019)]. An EFX allocation is a partition of \(m\) indivisible goods to \(n\) agents, \(X_1, \ldots, X_n\) so that for every pair of agents \(i, j\), agent \(i\) does not prefer \(X_j \setminus \{x\}\) over \(X_i\), for all items \(x \in X_j\). Clearly, every EFX allocation is also EF1.

It is a major open question whether there is always an EFX allocation; to quote Ariel Procaccia, it is “Fair Division’s Most Enigmatic Question” [Procaccia(2020)]. Despite much effort, EFX is only known to exist for two agents for general valuations [Plaut and Roughgarden(2020)], and for three agents when the valuations are additive [Chaudhury et al.(2020)]².

For the case of multiple agents, EFX is only known to exist for special cases and various valuation function restrictions: Plaut2020almost show that EFX allocations exist if all agents have the same valuation function. Mahara21 extended this result for the setting where every agent has one of two valuation functions (can be arbitrary valuation functions). Regarding restricted classes of valuations, all of the following have EFX allocations: GMV23 considered different additive valuations, but for at most two types of items, Amanatidis21 considered valuation domains where there are only two distinct possible values for each good, BabaioffEF21 considered submodular dichotomous valuations, in which the marginal value of any item to a set is either 0 or 1, while HosseiniSVX21 considered lexicographic preferences. Finally, it is also known that EFX allocations exist for arbitrary allocations if the number of goods is at most 3 more than the number of agents (\(m \leq n + 3\)) [Mahara(2021)].

In this paper, we consider a scenario where the number of agents “with interest” in any specific item is limited. Concretely, we prove that EFX allocations exist with multiple players, for a class of
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²In fact, more recently the result was generalized to capture the case where only one of the agents is restricted to having an additive valuation but the other two may have arbitrary valuations [Akrami et al.(2022)].
valuation functions associated with a graph. In this graph, items are associated with edges and agents with vertices. An item $x$ is said to be irrelevant for agent $i$ if for all sets of items $S$ we have that $v_i(S \cup \{x\}) = v_i(S)$ (an item that is not irrelevant is said to be relevant). In our model, an item (edge) is irrelevant for all agents that are not endpoints of the edge. I.e., for any edge $e = (i, j)$ and for any set of items (edges) $S$, $v_k(S \cup \{e\}) = v_k(S)$ for all agents $k \neq i, j$. For the endpoints $i$ and $j$ all we require is that the valuations are monotone but otherwise unrestricted. Monotonicity means that the marginal values $v_i(S \cup \{e\}) - v_i(S)$ and $v_j(S \cup \{e\}) - v_j(S)$ are nonnegative. Unrestricted values mean that the valuation function for agent $i$ (and $j$) is an arbitrary function of the adjacent edges.

One direct motivation of the graph-based approach is the allocation of resources or goods in a geographic setting. Agents are interested only in the resources close by, are uninterested in further locations, and we seek a complete and fair allocation. Examples include office space/lecture halls in academic environments, “areas of influence” of neighboring powers such as Persia, Athens, and the Peloponnesian league in the 5th century BCE, the reorganization of Europe at the congress of Vienna, the areas of influence set at Yalta at the end of WWII, etc.

To avoid confusion we remark that graphs have been used to describe yet another EFX relaxation [Payan et al.(2022)]. In the context of [Payan et al.(2022)] vertices are agents (as in our setting) but an edge is not an item but rather represents a requirement that the EFX condition (or other fairness desiderata) need hold only for endpoints of edges. This is a model that tries to formalize the intuition that one can only envy neighbors.

1.1 Our Contributions

We propose the study of EFX in graphs where vertices correspond to agents and edges to goods. An allocation of particular interest is an orientation which is an assignment of every item to one of the two endpoints. Orientations are desirable as they allocate the goods only to interested parties.

We show the following:

- The question of whether a graph has an EFX orientation is hard (NP-complete) — in general EFX orientations need not exist, even in very simple settings.

- There is always an EFX allocation for graphs. In particular this implies that there are cases where any EFX allocation must assign items to agents for which they are irrelevant.

We remark that many of the major problems in algorithmic game theory, such as the complexity of Nash equilibria [Daskalakis et al.(2009)] [Chen et al.(2009)] and truthful scheduling (Nisan-Ronen conjecture [Nisan and Ronen(2001)] [Christodoulou et al.(2022)] [Christodoulou et al.(2023)]), retain their characteristics and difficulty when restricted to graph settings. This raises the hope that one can make progress on the fundamental EFX problem by considering extensions to the graph model proposed in this paper, see Section 5.

1.2 Further Related Work

There is extensive literature on the area of fair allocation of indivisible items. In this section we discuss work closely related to EFX and we refer the reader to [Amanatidis et al.(2022)] for other fairness concepts.

Relaxations There have been several studies of weaker notions of EFX and conditions under which they are known to exist. Plaut2020 almost considered approximate EFX showing that there is always a 1/2-EFX, Chan00W19 showed that it can be computed in polynomial time, while AMN20 improved the approximation guarantee to $1/\phi \approx 0.618$ which is currently the best known. AkramiRS22 considered EFKX, which is envy-freeness up to any $k$ goods, and showed existence for $k = 2$ for restricted additive valuations. Finally epistemic defined and established existence for epistemic EFX where for every agent $i$, there is a way to shuffle the goods of the other agents such that agent $i$ does not envy any other agent up to any good.

EFX with Charity CGH19 initiated the research of finding EFX allocations that satisfy certain properties where some goods remain unallocated and are rather donated to a “charity”. CGH19 guarantee that in the outcome, each agent is allocated a set of goods that they value at least half as much as they
value their allocated goods in the outcome that maximizes the Nash social welfare, an important, well-known notion of fairness. A restricted charity was studied in [Chaudhury et al. (2021b)], where the number of goods given to charity is at most the number of agents and no agent envies the charity. Follow-up works reduce the number of charity goods [Chaudhury et al. (2021a), Berendsohn et al. (2022), Akrami et al. (2022), Jahan et al. (2022)] and the state-of-the-art for four agents is to give at most one good to charity [Berger et al. (2022)].

2 Model and Preliminaries

There are \( n \) agents labeled \( 1, \ldots, n \). Let \( E, |E| = m \), be a set of items. For all \( i = 1, \ldots, n \) let \( v_i : 2^E \to \mathbb{R}^+ \) be such that \( v_i(X) \) is the value agent \( i \) has for the subset of items \( X \subseteq E \). The valuation functions are considered monotone.

A full/complete allocation (or just an allocation) is a partition of \( E \) items amongst the \( n \) agents, where agent \( i \) gets the set \( X_i \). A partial allocation is an allocation of a subset of items in \( E \).

Given an allocation or partial allocation \( X_1, \ldots, X_n \), agent \( i \) is said to envy agent \( j \) if \( v_i(X_i) < v_i(X_j) \), agent \( i \) is said to strongly envy agent \( j \) if for some \( x \in X_j \) \( v_i(X_i) < v_i(X_i \setminus \{x\}) \). Similarly, agent \( i \) is said to envy a set of items \( X \) if \( v_i(X_i) < v_i(X) \), and agent \( i \) is said to strongly envy a set of items \( X \) if for some \( x \in X \) \( v_i(X_i) < v_i(X \setminus \{x\}) \).

An EFX allocation is an allocation \( X_1, \ldots, X_n \) so that no agent strongly envies another: for all \( 1 \leq i, j \leq n \)

\[
v_i(X_i) \geq v_i(X_j \setminus \{x\}), \forall x \in X_j.
\]

Similarly we define an EFX partial allocation, where some items may be unallocated and ignored.

An item \( e \in E \) is said to be irrelevant for agent \( k \), if

\[
v_k(X \cup \{e\}) = v_k(X), \forall X \subseteq E.
\]

If an item is not irrelevant for agent \( k \) it is said to be relevant for agent \( k \). We consider valuations with a special structure where every item is relevant to at most 2 agents and for every pair of agents there exists at most one item relevant to both of them. This class of valuations can be represented via a graph \( G = (V, E) \) where the vertices represent the agents, i.e., \( V = \{1, \ldots, n\} \), and the set of edges \( E \) is the set of items, where the item represented by the edge \((i, j)\) is only relevant to both agents \( i \) and \( j \).

Given a graph \( G = (V, E) \), an orientation is an allocation with the additional property that every edge is assigned to one of the two endpoints. This can be represented by directing the edges of the graph towards the vertex receiving the edge. We call such a directed graph the orientation graph. A partial allocation \( X \) is an orientation if all allocated edges are assigned to one of the two endpoints. The orientation graph is then defined by keeping only the assigned edges. An (partial) orientation is said to be an EFX orientation if the resulting (partial) allocation is an EFX allocation.

3 EFX orientations

An orientation is an assignment where every edge (item) is assigned to one of the two endpoints. Note that every orientation is automatically an EF1 allocation as no agent has more than one relevant item allocated to any other agent.

Definition 1. A graph instance is called symmetric if for every edge \( e = (i, j) \) the values of both agents are the same, i.e., \( w_i(e) = w_j(e) \). We refer to this common value as the weight of that edge.

Unfortunately, the following simple example demonstrates that there is not always an EFX orientation, even for the case of 4 agents and for a symmetric instance.

Example 1. Consider a symmetric graph instance with 4 agents. Edges (1, 2) and (3, 4) are heavy with weight equal to \( v >> 1 \). All other edges are light with weight equal to 1. Observe that no matter how one orients the heavy edges, the endpoint that receives the edge will be envied by the other endpoint. Note that any orientation of the light edge between the agents that receive the heavy edges, violates EFX. This is because the recipient of that edge is also recipient of a heavy edge, hence she will be envied (by the corresponding endpoint of the heavy edge), even if the light edge is removed.
Figure 1: The weight of heavy edges is $v \gg 1$ for both agents and they are represented by thick lines. The light edges carry low weight (with value 1 for both agents) and they are represented by dashed lines. No matter how the two thick edges are oriented, this will create envy. In the figure, agents 2 and 4 receive the thick edges. Note that one of them needs to also receive the light edge (2, 4). In the figure, it is given to agent 2. Now observe that irrespectively of the orientation of the rest of the edges, agent 1 envies agent 2 (even if edge (2,4) is removed), so EFX is violated.

Figure 2: In these figures, heavy edges (with some fixed high value $v \gg 1$ for both agents) are represented by thick lines and light edges (with value 1 for both agents) are represented by dashed lines. $\text{true}$ corresponds to orienting an edge towards its upper node. (a) OR gadget: edge $x \lor y$ is given to agent $c$ if and only if edge $x$ is given to agent $a$ or edge $y$ is given to agent $b$. Furthermore, there is an EFX allocation for every orientation of edges $x$ and $y$. (b) NOT gadget. (c) consistency gadget. (d) $\text{true}$ gadget: in every EFX orientation the edge $(a, a')$ must be oriented towards $a$.

The example above excludes the possibility that there is always an EFX orientation. It will be desirable though to be able to recognize efficiently graph instances that attain an EFX orientation. Theorem 2 below shows that deciding whether a given graph instance has an EFX orientation is NP-complete.

**Theorem 2.** It is an NP complete problem to decide whether a graph has an EFX orientation. This remains true even for symmetric graphs.

**Proof.** We show a reduction from circuit satisfiability to the EFX orientation problem. For this, we consider symmetric graphs with two types of edges, heavy edges with value some fixed $v \gg 1$ and light edges with value 1.

We show how to simulate the elements of a Boolean circuit. It suffices to do this for the following functions: $f(x) = \text{true}$, $f(x) = \overline{x}$, $f(x, y) = x \lor y$ and to show how we can consistently create copies of a literal.

Given a Boolean circuit, each literal is represented by a fixed heavy edge and its values (true or false) correspond to its two orientations. Figure 2 shows the gadgets of the reduction.

The most important gadget that captures the OR gate is given in Figure 2(a). The subgraph captures $x \lor y$, where true values for edges $x, y$, and $x \lor y$ correspond to allocating them to the upper node. More precisely, in every EFX allocation edge $x \lor y$ is given to agent $c$ if and only if edge $x$ is given to agent $a$ or edge $y$ is given to agent $b$.

To see this notice first that if edge $x$ is oriented towards the upper node $a$ (i.e., literal $x$ is true), edge $x \lor y$ must be also oriented towards the upper node $c$. This is so, because otherwise, no matter how edge $(a, c')$ is oriented, some of the agents $a'$ or $c'$ will strongly envy agents $a$ or $c'$, respectively. By symmetry
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3The reader can verify that there is however, an EFX allocation.
the same holds for edge $y$, so we get that if any of the edges $x$ and $y$ are oriented towards their upper node, then $x \lor y$ must be oriented towards its upper node in an EFX orientation.

We also show that if $x$ is oriented towards its upper node, no matter what happens with $y$, there is an EFX orientation for all edges of this subgraph. We have already argued that $(a, c')$ and $(c, c')$ are oriented towards $c'$ and $c$, respectively. For the heavy edges in the middle, we orient the edges so that we have the directed path $(v', v, w, u, u')$, i.e., edges $(v'v,),(v, w), (w, u), (u, u')$ are oriented towards $v, w, u, u'$, respectively. We further orient edge $(a', v)$ towards $a'$. Up to this point each vertex is assigned at most one edge and therefore EFX is satisfied. Orienting $(w, c)$ towards $w$ doesn’t violate EFX, even if $w$ also receives the heavy edge $(v, w)$, because $v$ also receives the heavy edge $(v', v)$. The only remaining edges to orient are $(u, b), (b, c')$ which we orient according to the orientation of $(b, b')$ in order to create a directed path $(u, b', b, c')$ or $(c', b, b', u)$. More specifically, if $(b, b')$ is oriented towards $b$, we orient $(u, b')$ and $(b, c')$ towards $b'$ and $c'$, respectively, and it is easy to see that the final orientation satisfies EFX. If $(b, b')$ is oriented towards $b'$, we orient $(u, b')$ and $(b, c')$ towards $b$ and $c'$, respectively; note that $u$ is not strongly envied by $w$, as $w$ receives the heavy edge $(v, w)$. Therefore, there is always an EFX orientation.

By symmetry there is an EFX orientation for all edges of this subgraph when $y$ is oriented towards its upper node, no matter what happens with $x$.

We finally consider the case where both edges $x$ and $y$ are oriented towards their lower node. In an EFX orientation, edges $(a', v)$ and $(b', u)$ are oriented towards $v$ and $u$ respectively. This in turns means that $(v, v')$ and $(u, u')$ are oriented towards $v'$ and $u'$ respectively. The edges $(v, w)$ and $(u, w)$ cannot both be oriented towards $w$, since $v$ and $u$ would strongly envy $w$. On the other hand, if neither edge was allocated to $w$, $w$ would strongly envy $v$ and $u$. Therefore $w$ receives only one heavy edge. W.l.o.g., $(v, w)$ and $(u, w)$ are oriented towards $w$ and $u$, respectively. Then, $(w, c)$ is oriented towards $c$, otherwise $v$ would strongly envy $w$. Finally edge $(c, c')$ is oriented towards $c'$, otherwise $c'$ would strongly envy $c$, and $(a, c')$ and $(b, c')$ are oriented towards $a$ and $b$, respectively. In summary, if both edges $x$ and $y$ are oriented towards their lower node (i.e., if both literals $x$ and $y$ are false) then edge $x \lor y$ must be oriented towards its lower node (i.e., $x \lor y$ is false).

Similarly, the other gadgets in Figure 2 show how to implement the other elements of a Boolean circuit with OR and NOT gates. Putting such gadgets together, it is straightforward to simulate any Boolean circuit with OR and NOT gates, which shows that deciding whether a graph has an EFX orientation is NP-complete.

\[ \square \]

4 An EFX allocation exists for all graphs

In this section we prove the following theorem that a complete EFX allocation always exists in any graph (and can be found in polynomial time). We note that this allocation is not necessarily an orientation.

**Theorem 3.** There is a complete EFX allocation for any graph that can be found in polynomial time.

We prove this theorem via several lemmata and claims. We first give some definitions.

4.1 Definitions

Given a partial allocation $X$, we define the following:

- For any vertex $i$, $U_i(X)$ is the set of edges adjacent to $i$ that are not allocated in $X$.
- For any envied vertex $i$, $S_i(X)$ is the set of non-envied vertices such that, if any of those vertex was additionally given $U_i(X)$, $i$ wouldn’t envy them, i.e., $j \in S_i(X)$ iff $j$ is not envied and $v_i(X_j) \geq v_i(X_j \cup U_i(X))$. We refer to $S_i(X)$ as the safe set of vertices for $i$.

Our proof of Theorem 3 is constructive by creating partial allocations with the goal to satisfy the following key properties.

**Key Properties:** we consider the following 4 properties of a (partial) allocation $X$:

1. $X$ is an EFX orientation.
2. For any vertex $i$ and $e \in U_i(X)$, $v_i(X_i) \geq v_i(e)$.
3. For any envied vertex $i$, $v_i(X_i) \geq v_i(U_i(X))$.
4. For any two envied vertices $i, j$, where the edge $(i, j)$ is unallocated: $S_i(X) \cap S_j(X) \neq \emptyset$.
4.2 Proof of Theorem 3

For convenience we can assume without loss of generality that the graph is complete: If the graph is not complete, we can simply add extra edges of (marginal) value zero to both endpoints. An EFX allocation with respect to the complete graph gives an EFX allocation after removing the extra edges that we initially added in order to make the graph complete.

4.2.1 Proof roadmap

We use a greedy algorithm (Algorithm 1) in order to derive an initial (partial) allocation $X$ where each agent receives at most one adjacent edge. We show (Lemma 4) that this allocation $X$ satisfies properties (1) and (2). Those two properties are preserved in all other allocations we construct. The final goal is to find an (partial) allocation that satisfies all four properties.

An intermediate goal, when $X$ doesn’t satisfy all four properties, is to derive a (partial) allocation that satisfies properties (1) and (2) and there exists a non-envied vertex $k$ that receives a single edge where the other endpoint is also non-envied (Lemma 5). We show this in two different cases:

- If $X$ doesn’t satisfy property (3), we show that after we run one round of Algorithm 2 (one run of its outer while-loop), the new allocation satisfies properties (1) and (2) and there exists a non-envied vertex $k$ that receives a single edge where the other endpoint is also non-envied (Lemma 9).

- If $X$ satisfies property (3) but not property (4), we argue about some characteristics of the allocation $X$ (by using Claim 10) and we distinguish between two cases (Figures 3 and 4) regarding $X$. In both cases we derive a new (partial) allocation that satisfies properties (1) and (2) and we show that there exists a non-envied vertex $k$ that receives a single edge where the other endpoint is also non-envied (Lemma 11).

Then after running Algorithm 2, which ends when satisfying property (3), we show that $k$ keeps receiving an edge where the other endpoint is not envied. Finally, we show that $k$ belongs to all safe sets of the envied vertices (by using Claim 10) and therefore, property (4) is also satisfied (Lemma 12).

When all four properties are satisfied we allocate the rest of the edges as follows (Lemma 13). All unallocated edges with a non-envied endpoint are given to such an endpoint (Property (2) guarantees that the new allocation is also EFX). Each edge where both their endpoints are envied is given to a vertex that belongs to the intersection of the safe sets of those endpoints (Property (4) guarantees that the new allocation is also EFX). The final allocation is a complete EFX allocation.

4.2.2 Initial allocation

We first use the following algorithm that produces an initial (partial) orientation. We consider at least 3 agents, otherwise the problem is trivial. Roughly speaking, starting from the empty allocation, Algorithm 1 arbitrarily chooses some agent $i$ and assigns $i$ the most valuable adjacent edge (for $i$). Then, the algorithm chooses the other endpoint of that edge and assigns to it its most valuable available edge, and so on until the other endpoint of the currently allocated edge has already been assigned an edge. Then, the algorithm arbitrarily chooses an agent with no assigned edge and proceeds the same way until again it finds an agent that has been already considered by the algorithm. The procedure stops when all agents have been considered.

Note that all agents will be assigned a single edge. The reason is that if we consider any agent $i$, he has at least 2 adjacent edges (we assumed that the graph is complete). At the time that $i$ is considered by the algorithm it is either that all of his adjacent edges are available or some of them have already been assigned to other agents. However, only one such edge could have been assigned to another agent prior to considering agent $i$, because at the time that the first such edge is assigned to another agent, $i$ is the next agent to be considered as the other endpoint of that edge. So, there will be always an available adjacent edge to be given to $i$. 


Algorithm 1 Initial Greedy Algorithm

Input: A complete graph \( G \) with at least 3 vertices
Output: \( X \) satisfying Properties (1) and (2) where each agent is allocated exactly one edge
1: \( N = V(G), M = E(G) \)
2: while \( N \neq \emptyset \) do
3:   Choose some \( i \) from \( N \)
4:   while \( i \in N \) do
5:     Find \( j \), such that \((i, j) \in \arg \max_e \{v_i(e) \mid e \in M\}\)
6:     \( X_i = \{(i, j)\} \)
7:     \( N = N \setminus \{i\} \)
8:     \( M = M \setminus \{(i, j)\} \)
9:     \( i \leftarrow j \)
10: end while
11: end while

The outcome of Algorithm 1 is an orientation that as we show in the next lemma satisfies properties (1) and (2). Moreover, there is no envy cycles, i.e., a set of agents that form a cycle where each agent envies the next agent.

Lemma 4. Let \( X \) be the (partial) allocation derived by the greedy Algorithm 1. Then \( X \) satisfies properties (1) and (2). Moreover the orientation graph for \( X \) has no cycles consisting entirely of envied vertices.

Proof. Property (1) holds because \( X \) is clearly an orientation and since every agents receives a single edge the allocation is trivially EFX. Property (2) follows since every vertex chooses the edge that is the best current choice amongst all currently adjacent unallocated edges. Finally, consider any cycle in the orientation graph. Suppose that \( i \) is last vertex of the cycle to be assigned an edge \((i, j)\) in Algorithm 1. \( i \) can only be envied by \( j \), but \( j \) is assigned an edge before \( i \), and at that point \((i, j)\) was available, so \( j \) is assigned an edge that it (weakly) prefers to \((i, j)\) and hence does not envy \( i \). Therefore, no cycle of envied vertices can exist. \( \square \)

We next handle the case that the allocation derived by Algorithm 1 doesn’t satisfy all four properties.

4.2.3 Deriving an allocation with a special vertex \( k \)

Here we assume that the initial allocation derived by Algorithm 1 doesn’t satisfy all four properties. In what follows, we show how to derive a (partial) allocation that satisfies properties (1) and (2) and there exists a non-envied vertex \( k \) that receives a single edge where the other endpoint is also non-envied. This is described in the following lemma:

Lemma 5. If the allocation derived by Algorithm 1 doesn’t satisfy all four properties, there exists an (partial) allocation that satisfies properties (1) and (2) and there exists a non-envied vertex \( k \) that receives a single edge where the other endpoint is also non-envied.

For the proof of Lemma 5 we consider two different cases for the initial allocation, (i) it doesn’t satisfy property (3), and (ii) it satisfies property (3) but not property (4). For those cases, we prove the statement of Lemma 5 separately in Lemma 9 for case (i) and in Lemma 11 for case (ii).

We next give a second algorithm which helps to satisfy property (3). Moreover, applying one round of the following algorithm on the initial allocation gives an allocation satisfying the statement of Lemma 5.

The high level idea of Algorithm 2 is that whenever there exists an envied agent \( i \) violating property (3), i.e., \( i \) prefers the set of the adjacent unallocated edges to what he currently has, \( i \) releases his current assignment/edge and receives that set of edges. In that way \( i \) is better off. His previously obtained edge, let’s say \((i, j)\), is given to the other endpoint \( j \) (\( j \) was the agent that envied \( i \)). \( j \) in turns releases the assignment he previously had and keeps only the edge \((i, j)\). That way \( j \) is also better off. If \( j \) was also envied before, let’s say by \( j' \), the algorithm makes a similar swapping on the assignment of \( j' \) as it did with \( j \) (so \( j' \) will only receive \((j, j')\)), and it keeps doing those swaps until it hits a non-envied vertex.
Algorithm 2 Reducing Envy Algorithm

\textbf{Input: } X \text{ satisfying Properties } [1] \text{ and } [2]  
\textbf{Output: } X \text{ satisfying Properties } [1], [2] \text{ and } [3] 

1: \textbf{while} there exists an envied vertex } i \text{ s.t. } v_i(U_i(X)) > v_i(X_i) \text{ do} 
2: \quad X_i \leftarrow U_i(X) \text{ (Edges in the previous } X_i \text{ become unallocated)} 
3: \quad \textbf{while} there exists a vertex } j \text{ and } e \in U_j(X) \text{ s.t. } v_j(e) > v_j(X_j) \text{ do} 
4: \quad \quad X_j \leftarrow \{e\} \text{ (Edges in the previous } X_j \text{ become unallocated)} 
5: \quad \textbf{end while} 
6: \textbf{end while} 

We first show that Algorithm 2 preserves properties (1) and (2) at each round.

\textbf{Claim 6.} Algorithm 2 preserves properties (1) and (2) after finishing each round of the outer while loop.

\textbf{Proof.} Property (2) is satisfied after each round due to the condition of the inner while loop. The allocation remains an orientation since only adjacent edges are assigned to a vertex. The allocation also remains an EFX because the only agent that changes his assignment and receives more than one edge is the first agent to be considered in each round (this is the agent considered in the outer while loop); this agent receives only unallocated edges, and since property (2) holds before the start of each round, nobody envies him. Therefore, property (1) is satisfied after the end of each round.

In the following claims we show some properties related to Algorithm 2 that help to establish Lemma 9.

\textbf{Claim 7.} Any vertex receiving a new allocation during the course of Algorithm 2 cannot be envied. Additionally, no vertex previously not envied will become envied during the execution of Algorithm 2.

\textbf{Proof.} To see this, first note that every new allocation improves the outcome for the recipient, so if agent } i \text{ doesn’t prefer an assignment to another agent before, it will not prefer it after the update of } i’s \text{ allocation. Moreover, agents/vertices receiving a new allocation are non-envied: If vertex } u \text{ is considered in the outer loop then its allocation consists of edges that were unallocated before the round start and as property (2) holds (Claim 6) no vertex prefers such a common unallocated edge to its own allocation. The allocation to } u \text{ is updated in the inner loop only if the newly assigned edge to } u \text{ was released by some vertex that got a better allocation, so, once again, vertex } u \text{ cannot be envied.}

\textbf{Claim 8.} Note that any vertex } k \text{ assigned an edge } (k, k') \text{ in the inner loop of Algorithm 2 is not envied by any vertex and vertex } k' \text{ is also not envied.}

\textbf{Proof.} It follows from Claim 7 that vertex } k \text{ cannot be envied. As property (2) holds before and after every round of the outer loop, edge } (k, k') \text{ was not available previously and must have been released by some vertex } k', \text{ so } k' \text{ was updated and thus is not envied (again from Claim 7).}

\textbf{Lemma 9.} Consider a partial allocation } X \text{ satisfying properties } [1] \text{ and } [2] \text{ but not } [3]. \text{ After applying only one round of Algorithm 2, properties (1) and (2) are satisfied and there exists a non-envied vertex } k \text{ such that } X_k = \{(k, k')\}, \text{ where } k' \text{ is also non-envied.}

\textbf{Proof.} Properties (1) and (2) are satisfied due to Claim 6. Note that there is at least one envied vertex that prefers the set of unallocated adjacent edges to its current allocation, this follows since property (3) is not satisfied. Therefore, the outer while is executed at least once, say for envid vertex } k'. \text{ It follows from Claim 7 that } k' \text{ is unenvied in the new allocation. Recall that } k' \text{ was envied, say by vertex } k \text{ (which could be envied or non-envied, and could have any number of edges allocated to it). This can only be true if } k' \text{ was allocated the edge } (k, k') \text{ in } X. \text{ So after } k' \text{ gets the adjacent unallocated edges, the edge } (k, k') \text{ is released. In the inner loop, } k \text{ is assigned the edge } (k, k') \text{ (and release whatever it was previously allocated) and from Claim 6 is non-envied too } (k' \text{ gets a better allocation). So, after the first loop of Algorithm 2, } k \text{ receives } (k, k') \text{ and both } k, k' \text{ are unenvied.}

We now deal with the second case where the initial allocation satisfies property [3] but not property [1]. Before proceeding with Lemma 11, which is the counterpart of Lemma 5 for this case, we give the following claim which gives a connection between what an non-envied agent receives and whether it belongs to the safe set of an envied agent.
where there exists non-envied vertices $k, k'$ in the cycle the edge assigned to the previous vertex, and vertex $i$ envies the previous vertex except that $j$ since property (4) doesn’t hold, there must be two envied vertices either envied or non-envied (may be either red or black).

**Claim 10.** Consider an allocation $X$ where properties (1)–(3) hold and a non-envied vertex $k$ receives an edge $(k, \ell)$. Then $k$ belongs to the safe sets of all envied vertices $i \neq \ell$.

**Proof.** Since property (3) is satisfied we know that every envied vertex $i$ doesn’t prefer the set of the adjacent unallocated edges $U_i(X)$ to its allocation $X_i$. Every envied vertex $i \neq \ell$ has none of its adjacent edges assigned to $k$ so adding the set $U_i(X)$ to the allocation of $k$ cannot cause $i$ to envy $k$ and $k$ is in the safe set $S_i(X)$. □

**Lemma 11.** Let $X$ be the partial allocation derived by the greedy Algorithm $[7]$. Suppose that it satisfies properties (1)–(3) but not (4). We can derive a (partial) allocation $X'$ satisfying properties (1) and (2) where there exists non-envied vertices $k, k'$ such that $X'_k = \{(k, k')\}$.

**Proof.** Since property (4) doesn’t hold, there must be two envied vertices $i$ and $j$ with an unallocated edge between them such that their safe sets do not intersect, i.e., $S_i(X) \cap S_j(X) = \emptyset$.

Let $i = r_0$, and $r_1$ be the vertex that envies $i$. If $r_1$ is envied, let $r_2$ be the vertex that envies $r_1$. Continuing as above, if $r_l$ is envied let $r_{l+1}$ be the vertex that envies $r_l$ (this can only happen if $r_l$ receives $X_{r_l} = \{(r_l, r_{l+1})\}$). Since there are no cycles of only envied vertices (Lemma [3]) let $r = r_q$ be the first non-envied vertex along this path. Note that $q \geq 1$ since $r_q$ is not envied and $r_0$ is envied. Recall that $X$ is the initial allocation where every vertex receives a single edge. By Claim [10] $r$ is assigned $(r, i)$ or $(r, j)$, otherwise $r$ belongs to both safe sets of $i$ and $j$, which contradicts our assumption.

We first consider the case where $r$ receives the edge $(r, i)$ (Figure [3(a)]) and therefore these vertices form a cycle in the orientation graph. Vertex $j$ may or may not be along this cycle. In this cycle every vertex envies the previous vertex except that $i$ does not envy $r$. We derive $X'$ by assigning every vertex in the cycle the edge assigned to the previous vertex, and $i$ is additionally assigned all unallocated edges adjacent to it, i.e., $i$ receives $\{(i, r)\} \cup U_i(X)$ (Figure [3(b)]). All vertices in the cycle but $i$ are better off under $X'$ because they receive an edge that they envied in $X$. We will show in a while that $i$ is also better off under $X'$ ($i$ prefers the new allocation to $(i, r_1)$). Then, it follows that all vertices in the cycle are not envied in $X'$. To see that this is true for any vertex but $i$, consider any $r_t \neq i$ in the cycle that receives $(r_t, r_{t-1})$ in $X'$. Agent $r_{t-1}$ is the only agent that could envy $r_t$, but $r_{t-1}$ is better off, ergo, it prefers its allocation in $X'$ to its allocation in $X$ (which was $(r_t, r_{t-1})$).

We next show that $i$ is better off and not envied under $X'$:

- $i$ prefers his new allocation $X'_i = \{(i, r)\} \cup U_i(X)$ to his old allocation $X_i = \{(i, r_1)\}$ because $r$ does not belong to the safe set of $i$, i.e., $r \notin S_i(X)$. This holds since by Claim [10] $r$ belongs to the safe set of $j$ and if $r$ also belonged to the safe set of $i$, this would violate our assumption that the two safe sets, $S_i(X)$ and $S_j(X)$, have an empty intersection.

- The only vertices that could possibly envy $i$ in $X'$ are $r$ or a vertex $v$ such that $(i, v) \in U_i(X)$. Vertex $r$ does not envy $i$ in $X'$ since $r$ prefers $(r, r_{q-1})$ to $(r, i)$, as $r_{q-1}$ was envied by $r$ in $X$. Moreover, $i$ is not envied by any vertex $v$, such that $(i, v) \in U_i(X)$, because $(i, v)$ was unallocated in $X$ and by property (2), $v$ does not prefer $(i, v)$ to its allocation in $X$, and therefore to its allocation in $X'$ since no one is worse off in $X'$.

---

**Figure 3:** The figures show (part of) the orientation graphs of the allocations $X$ (a) and $X'$ (b) for the first scenario of the orientation graph of $X$ in Lemma [11]. The red vertices represent agents that are envied by some other agent, the black vertices are not envied by anyone and the gray vertices may be either envied or non-envied (may be either red or black).
Figure 4: The figures show (part of) the orientation graphs of the allocations $X$ (a) and $X'$ (where (b) and (c) refer to $X'$ when $i$ doesn’t prefer or prefers, respectively, $(i, s)$ to $(i, j)$) for the second scenario of the orientation graph of $X$ in Lemma 14. The red vertices represent agents that are envied by some other agent, the black vertices are not envied by anyone and the gray vertices may be either envied or non-envied (may be either red or black).

Since no vertex in the cycle is envied under $X'$, there are two non-envied vertices $k, k'$ (for example $k = r_q$ and $k' = r_{q-1}$) where $k$ receives $X_k^r = (k, k')$. Property (1) is satisfied since the only changes concern vertices along the cycle which are not envied and are better off in $X'$. Property (2) is also satisfied because the edges allocated in $X'$ are a superset of the edges allocated in $X$ and all agents are better off in $X'$. Therefore, the lemma follows.

We now consider the same scenario for $j$. Let $j = s_0, s_1, \ldots, s_p = s$ be a sequence of vertices where $s_{r+1}$ envies $s_r$ and $s$ is not envied by anyone. Arguing as above, $s$ is assigned either $(s, i)$ or $(s, j)$ in $X$. If $s$ is assigned $(s, j)$, the same argument as above can be used. The vertices form a cycle in the orientation graph and we derive $X'$ similarly as above by assigning every vertex in the cycle the edge assigned to the previous vertex, and $j$ is additionally assigned $U_j(X)$. The lemma follows by the same arguments as above.

The one remaining scenario is that $r$ receives $X_r = \{(r, j)\}$ and $s$ receives $X_s = \{(s, i)\}$ (note that $r \neq s$, otherwise one of the above scenarios would apply); this case is shown in Figure 4(a). We distinguish between two cases.

- **Case 1:** $i$ prefers $(i, j)$ to $(i, s)$, or it’s indifferent between the two edges. We derive $X'$ by assigning to every vertex $r_{\ell} \neq i$, for $\ell \in [1, q]$, the edge $(r_{\ell}, r_{\ell-1})$, and $i$ is assigned its most preferred unallocated edge adjacent to it. $X'$ for this case is shown in Figure 4(b). Note that the unallocated edges adjacent to $i$ after we’ve done the above reallocation of all vertices $r_\ell \neq i$ are the same as the unallocated edges adjacent to $i$ in $X$. The vertex $v$ could be $j$ or some other vertex where the edge $(i, v)$ is unallocated in $X$.

  We note that $i$ is not envied in $X'$ because no vertex $w$ preferred $(i, v)$ to $X_w$ (due to property (2) in $X$) and they are not worst off with $X'_w$. $s$ is also not envied as only $i$ could envy it, but $i$ receives an edge of greater or equal value to $(i, s)$. This follows since $(i, j)$ is available in $X$, and by assumption $i$ does not prefer $(i, s)$ to $(i, j)$. Hence, in $X'$ there exist two non-envied vertices, $k = s$ and $k' = i$, where $k$ receives $X_k^r = (k, k')$.

  Property (1) trivially holds because no agent is allocated more than one edge in $X'$. Property (2) holds for $i$ because it receives its best unallocated edge given that every other vertex has its
allocation in $X'$. Property (2) also holds for any other agent because they are not worst off and the only edge that becomes unallocated in $X'$ is the $(r,j)$ which neither $r$ (who receives a better edge) nor $j$ (who didn’t envy $r$ in $X$) prefer to what they have in $X'$. Therefore, the lemma follows.

- **Case 2:** $i$ prefers $(i, s)$ to $(i, j)$. We derive $X'$ as follows:
  - Assign to every vertex $r_\ell \neq i$, for $\ell \in [1, q]$, the edge $(r_\ell, r_{\ell-1})$, and to every vertex $s_\ell \neq j$, for $\ell \in [1, p]$, the edge $(s_\ell, s_{\ell-1})$.
  - $i$ is assigned its most preferred currently unallocated edge adjacent to it; the set of those edges is $U_i(X) \cup \{(i, s)\}$ since $(i, s)$ was released by vertex $s$ when assigned the new allocation.
  - $j$ is assigned all currently unallocated edges adjacent to it. Note that $(i, j)$ was not the best edge for $i$, as $i$ prefers the edge $(i, s)$ to $(i, j)$, according to our assumption. Therefore, $U_j(X)$ is available when considering $j$. Also note that $(j, r)$ was released by vertex $r$ when assigned the new allocation. So, $j$ is assigned the set $X'_j = U_j(X) \cup \{(j, r)\}$.

Figure 4(c) describes $X'$ in this setting.

We first argue that $j$ is better off. Since $r$ belongs to the safe set of $i$ (Claim 10), $r$ cannot belong to the safe set of $j$ due to our initial assumption and therefore, $j$ prefers $X'_j$ to $X_j = \{(j, s_1)\}$. Using the same arguments as in the case of Figure 3 all vertices that change their allocation but $i$ are better off and all vertices but $r_1$ are not envied. This means that under $X'$ there exist two non-envied vertices $k = s_1, k' = j$ where $k$ receives $X'_k = (k, k')$.

Property (1) trivially holds because the only agent allocated more than one edge under $X'$ is $j$ who is not envied (using the same arguments we made for $i$ in the analysis of Figure 3). Property (2) holds for $i$ because it receives its best unallocated edge remaining after every other vertex but $j$ has its allocation in $X'$; then $j$ is given some other unallocated edges which cannot invalidate Property (2) for agent $i$. Property (2) trivially holds for agent $j$ because $U_j(X') = \emptyset$. Property (2) also holds for all other agents $\neq i, j$ because they are not worst off and the only edge that possibly becomes unallocated in $X'$ is the $(i, s)$ that neither $s$ (who receives a better edge) nor $i$ (who picks the best unallocated edge) prefer to what they have in $X'$. Therefore, the Claim follows.

We are now ready to complete the proof of Lemma 5 which can be immediately derived by the above lemmata.

**Proof of Lemma 5** The allocation $X$ derived by Algorithm 1 satisfies properties (1) and (2) by Lemma 4. If it doesn’t satisfy property (3), we can run Algorithm 2 at least once. The allocation derived after running a single round of Algorithm 2 satisfies the lemma’s statement due to Lemma 9. If $X$ satisfies property (3) but not property (4), the lemma follows due to Lemma 11.

### 4.2.4 Satisfying all four properties

Here we show how we can derive an allocation that satisfies all four properties from the allocation with the guarantees of Lemma 5.

**Lemma 12.** Consider a partial allocation $X$ satisfying properties (1) and (2), where there exists a non-envied vertex $k$ such that $X_k = \{(k, k')\}$, where $k'$ is also non-envied. Then, after applying Algorithm 2 on $X$ we get an allocation satisfying all four properties (1)–(4).

**Proof.** Properties (1) and (2) hold due to Claim 6. Property (3) holds since the outer while loop of Algorithm 2 will not finish unless property (3) is met. Vertex $k$ was not envied before running Algorithm 2. The only way the allocation to vertex $k$ can change is in the inner while loop. In that case, by Claim 8 $k$ is not envied and receives and edge where the other endpoint is not envied. If $k$ does not change the allocation it remains unenvied and so does $k'$ (by Claim 7). We now argue that, after applying Algorithm 2 vertex $k$ belongs to the safe set of all envied vertices. This follows from Claim 10 because properties (1)-(3) hold and $k$ receives an edge where the other endpoint is non-envied, so it belongs to the safe set of all envied vertices. Therefore, property (4) is also satisfied. □
4.2.5 Deriving a complete EFX allocation

We finally show that starting from an (partial) allocation satisfying all four properties we can derive a complete EFX allocation (in fact only properties (1), (2) and (4) are needed at this point).

**Lemma 13.** If a partial allocation $X$ satisfies all four properties (1)-(4), we can allocate the rest of the unallocated edges and derive an EFX allocation.

**Proof.** We obtain a complete EFX allocation by “parking” all unallocated edges somewhere:

- Unallocated edges with at least one non-envied endpoint are assigned to that endpoint, if both endpoints are non-envied then it is assigned arbitrarily to one of the endpoints. This cannot generate envy as every vertex prefers their allocation to any single unallocated edge and no non-envied vertex $v$ has two of its adjacent edges assigned to any single other vertex. The only remaining unallocated edges are between two envied vertices.

- For two envied vertices $i$ and $j$, the unallocated edge $(i, j)$ can be allocated to any non-envied vertex in $u \in S_i(X) \cap S_j(X)$. In fact, $u$ may also be in the intersection of (say) $S_i(X)$ and $S_j'(X)$, where $j'$ is also envied, and $u$ may also be assigned the edge $(i, j')$. However, no matter how many adjacent unallocated edges to $i$ are assigned to $u$, $i$ will not envy $u$. This follows from the definition of the safe set.

Next we summarize how we can derive a complete EFX allocation for any graph:

**Proof of Theorem 3.** Let $X$ be the partial orientation computed by the greedy Algorithm 1. By Lemma 4 we have that $X$ satisfies properties (1) and (2). If $X$ doesn’t also satisfied both properties (3) and (4), we can derive a new allocation $X'$ such that properties (1) and (2) are still satisfied and there exists a non-envied vertex $k$ that receives a single edge where the other endpoint is also non-envied (Lemma 5). Then from $X'$ we can derive an allocation $X''$ satisfying all four properties (Lemma 12). So, overall, either $X$ or $X''$ satisfies all four properties, and by Lemma 13 we can derive a complete EFX allocation.

It is easy to verify that all of these algorithms and procedures run in polynomial time.

5 Discussion and Open Problems

Our model captures the setting where every item is relevant to at most two agents and for every pair of agents there is at most one relevant item in common. There are natural generalizations to one or both of these conditions, where (a) every item is relevant to at most some small number of agents, say, $p$ agents – this can be modeled by considering hyperedges of size $p$ rather than edges – and/or (b) that every pair of agents (or small set of $p$ agents) has an upper bound $q$ on the number of items relevant to both (or all) of them – this can be captured by allowing a $q$ multiplicity of edges (or $q$ multiplicity of size $p$ hyperedges). In our graph setting we have $p = 2$ and $q = 1$ and have shown that EFX allocations do exist in this case. We do not know if EFX allocations exist for these generalizations. In particular, for appropriate parameters this would imply that EFX exists without conditions so — unless one can solve the basic question if EFX allocations always exist — partial progress can possibly be made for larger values of $p$ and $q$.

Another question of interest is understanding for what classes of graphs an EFX orientation is guaranteed to exist. E.g., an EFX orientation always exists in trees, cycle graphs, and multistars.

A property of our solutions is that items are “parked” at vertices that have no value for them. In fact, one can reinterpret the fact that orientations do not always exist as proof that such inefficiency is inherent (in the full problem as well as in our restriction). Thus, it is obvious to want to consider the efficiency of the allocation. If follows from the hardness result that minimizing the number of parked items is not polytime but what about approximations (for EFX allocations on graphs, or extensions thereof)? What can one say about approximating social welfare? And about Nash social welfare? These problems on graphs may be easier than the same problems in the general setting.

Finally, one hopes that insights for EFX allocations on graphs may help make progress on the general problem of EFX allocations.
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